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Summary

The OpenTox predictive toxicology framework aims at providing a unified access to toxicity data and predictive models, as well as validation procedures. This is achieved by i) an information model based on a common ontology; ii) links to related ontologies; iii) data and algorithms, available through a standardized web services interface, where every compound, dataset or predictive method has a unique web address that can be used to retrieve its Resource Description Framework (RDF) representation or to initiate the associated calculations. The OECD principles of (Q)SAR validation, as well as the additional goals of software interoperability, flexibility, transparency, and extensibility, have been considered as major requirements in the design and implementation of the OpenTox framework, in full compliance with the REACH legislation and the corresponding user demand. This report details how these requirements were met in the final version of the OpenTox framework released during the FP7 project.

A key feature of the OpenTox framework is that it has been designed in a multi-domain friendly way, which is essential for data and model sharing, reproducibility and validation of prediction results. The framework includes web services for compounds, datasets, features, algorithms, models, ontology, validation, reporting, tasks, as well as authentication, authorisation and policy management. These services could be used as a distributed framework for processing of resource-intensive tasks and data sharing or in a fully independent way, according to the specific needs. The advantage of exposing the functionality via the OpenTox Application Programming Interfaces (APIs) is seamless interoperability, not only within a single web application, but also in a network of distributed services. The services provide a basis for building web mashups, end-user applications with friendly GUIs, as well as for embedding the functionalities in existing workflow systems.

Based on these web services 11 end-user oriented applications were created: a) ToxPredict, which predicts and reports on toxicities for endpoints for a user-provided input chemical structure, b) ToxCreate, which builds and validates a predictive toxicity model based on a user-provided input toxicology dataset, c) lazar, which is a stripped-down version of ToxCreate, d) Q-Edit, which facilitates the creation of QPRF reports, e) QMRF editor, which helps preparing models for submission in the QMRF inventory, f) CheS-Mapper, which makes it easy to look at complex datasets and intuitively provides important information to the user, g) IBMCDesc, which calculates multilevel and quantitative neighbourhoods of atoms descriptors, h) MaxToxMCSS, which is a suite of tools for model training and usage based on a maximum common substructure algorithm, i) ToxDesc, which calculates a range of different descriptors, j) Bioclipse–OpenTox set of plugins and workflows, which enables access to the OpenTox framework through the popular Bioclipse workbench for the life sciences, and k) Taverna workflows, which illustrate how the OpenTox framework can be accessed from the Taverna workflow management system.

This report includes short descriptions of the OpenTox web services, applications and workflows, as well as of their intended use. In addition, we briefly present the ToxOtis, OT-client, OT-sso, and open tox–ruby client software libraries, which ease the integration of 3rd party tools with the OpenTox framework and thus help removing the barriers of interoperability between applications and content that often prevent scientists from spending more of their precious time on solving really interesting problems. Last but not least, a significant subset of core OpenTox functionalities, developed by different partners using different programming languages and development tools/libraries, have been packaged together in a virtual appliance¹ and made available in a very convenient way for demonstration and experimental purposes. These tools are compatible with each other and rely on the OpenTox APIs and ontologies to orchestrate their work.

1. Introduction

Most of the common tasks in toxicity prediction consist of several typical steps, such as access to datasets, descriptor calculation and validation procedures. Usually, the components that implement these steps are developed from scratch for every new predictive application, and this often leads to undesirable duplication of effort and/or lack of interoperability. The availability of a universal set of interoperable components could facilitate the implementation of new specialized applications that combine algorithms in the most appropriate way and allow fast and rigorous model development and testing.

The OpenTox framework consists of a set of web-accessible components that help solve common tasks in toxicity and chemical property predictions. The OECD principles of (Q)SAR validation, as well as the additional goals of software interoperability, flexibility, transparency, and extensibility, have been considered as major requirements in the design and implementation of the OpenTox framework. The design objectives were to build a component-based system, independent of programming languages and operating systems, where the components interoperate between themselves and with external software packages, which enables aggregating data from different sources and stays open for future extensions. OpenTox made two major technological choices to keep the developments within these constraints: i) the REpresentational State Transfer (REST) software architecture style, allowing platform and programming language independence and facilitating the implementation of new data and processing components; ii) a formally defined common information model, based on the W3C Resource Description Framework (RDF) and communication through well-defined interfaces ensuring interoperability of the web components.

In the sub-sections below we discuss these principles, goals, design objectives, and technological choices and how they were incorporated into the final version of the OpenTox framework released in the FP7 project.

1.1 OECD principles of (Q)SAR validation

Here we briefly review the five OECD (Q)SAR validation principles and their relevance to the OpenTox framework development. We have incorporated these principles in the OpenTox framework design as much as possible and wherever appropriate.

1.1.1 Defined endpoint

(Q)SAR model quality crucially depends on the clarity of endpoints and experimental protocols used, and on the ability to communicate this information in an unambiguous way, both in model development and model application. The current practice usually includes a textual description of the materials and methods used for acquiring experimental data as well as literature references, while the model description is a separate entity. The challenge to the distributed web services framework described in this report was to provide an automatic and unique way of describing and linking the endpoint information in a formal way, able to be processed automatically by the software with minimal human interaction. This is currently solved by making use of a simple ontology of endpoints. We have defined an ontology, based on the OWL (Web Ontology Language), for

---

4 OWL Web Ontology Language Overview http://www.w3.org/TR/owl-features/, accessed on Apr 28, 2011
toxicological endpoints, which is in line with current ECHA REACH guidance\(^5\). Using this ontology, each attribute in a toxicological dataset can be associated with an entry to the ontology, therefore allowing a unique mapping between endpoints in various and heterogeneous datasets. This ontology possesses 5 subclasses:

- ecotoxic effects;
- environmental fate parameters;
- human health effects;
- physico-chemical effects;
- toxicokinetics.

Each of these subclasses has one or two further layers of subclasses.

The endpoint ontology can be accessed in the development documents section of the OpenTox website\(^6\) and can be viewed with the Protégé\(^7\) editor.

1.1.2 An unambiguous algorithm

OpenTox has defined and deployed an algorithm type ontology\(^8\). This ontology allows a clear definition of what type of algorithm is used to construct a model. Full description of algorithms, including references, parameters and default values has been achieved by adopting relevant classes from the Blue Obelisk ontology\(^9\).

1.1.3 Defined applicability domain

We handle applicability domain as an algorithm or model, e.g. a specific applicability domain algorithm is applied to a dataset, and the result is then an applicability domain model. This model can then be applied to reason about the applicability of a model when applied to a novel compound.

1.1.4 Appropriate measures of goodness-of-fit, robustness and predictivity

Within the validation part of the final framework we have included validation and cross-validation objects. These objects provide access to a wide variety of measures for evaluating the quality of the models generated by applying algorithms to datasets. For classification tasks these measures include:

- Confusion matrix – a matrix where each row represents the instances in a predicted class and each column represents the instances in an actual class; one benefit of a confusion matrix is that it is easy to see if the system is confusing two or more classes;

---


• Absolute number and percentage of unpredicted compounds – some compounds might fall outside the applicability domain of the algorithm or model; these numbers provide an overview on the applicability domain fit for the compound set requiring prediction;
• Precision, recall, and F2-measure – these three measures give an overview on how pure and how sensitive the model is; the F2-measure combines the other two measures;
• ROC curve plot and AUC – a receiver operating characteristic (ROC) curve is a graphical plot of the true-positive rate against the false-positive rate as its discrimination threshold is varied; this gives a good understanding of how well a model is performing; as a summarizing performance scalar metric, the area under curve (AUC) is calculated from the ROC curve; a perfect model would have an area of 1.0, while a random one would have an area of 0.5.

For regressions tasks the following measures have been implemented:
• MSE and RMSE – the mean square error (MSE) and root mean squared error (RMSE) of a regression model are popular ways to quantify the difference between the predictor and the true value;
• R² – the explained variance (R²) provides a measure of how well future outcomes are likely to be predicted by the model. It compares the explained variance (variance of the model's predictions) with the total variance (of the data).

1.1.5 Mechanistic interpretation, if possible
Mechanistic interpretation often relies on human knowledge and usually cannot be done automatically. However, in the final framework we generate skeletons for reporting using the validation results created by extensive testing during model construction, allowing subsequent user-entered explanations about mechanisms. QMRF reporting is facilitated by the integration of the QMRF editor into OpenTox applications allowing the end-users to annotate models with the information required by the QMRF format.

1.2 REST software architecture style
REST is a software architecture style for network-based applications, defined by Roy T. Fielding by analysing the properties of the World Wide Web (WWW) and other network architectures, and deriving the architectural constraints that made the WWW successful. There is a plethora of information on RESTful design principles, development frameworks and examples.

The design of a REST system, based on the HTTP protocol, starts by identifying the domain objects, followed by mapping the objects to resources and defining identifiers (Uniform Resource Identifier, URI, patterns) and operations (HTTP verbs) on each resource. In the case of OpenTox, the minimum set of domain objects, identified collaboratively by the project partners, consists of chemical compounds, properties of chemical compounds, datasets of chemical compounds and their properties (measured or calculated), algorithms (including descriptor calculation, regression, classification, structural alerts, quantum chemistry algorithms, etc.), predictive models (e.g., a model obtained by applying a machine learning algorithm to a training dataset), validation algorithms, and reports. In addition, tasks are introduced as special resources to allow

representation and handling of long running asynchronous jobs. Every resource is identified by a unique web address, following an agreed pattern specific to the resource type (e.g., /algorithm/\{id\} for algorithms, /compound/\{id\} for compounds, etc.). The resources can be created (HTTP POST), updated (HTTP PUT) and deleted (HTTP DELETE), or their representations retrieved (HTTP GET).

1.3 Common information model

The common information model of the OpenTox domain objects is based on the Resource Description Framework (RDF) and described by the OpenTox ontology\(^\text{12}\). It should be noted that the initial design of the OpenTox API (version 1.0)\(^\text{13}\) was based on an XML schema, but it was later decided to adopt RDF as a more powerful approach to describe objects and their relationships, as well as to facilitate the reuse of ongoing ontology developments in bioinformatics.

RDF allows defining a data model (how the data is organized), instead of specifying a data format (how the data is written into a file). Once a data model is defined, it could be serialized into different formats, for example RDF/XML\(^\text{14}\), N3\(^\text{15}\), or TURTLE\(^\text{16}\). The OWL Web Ontology Language is built on top of RDF, and, compared to RDF, imposes restrictions on what is allowed to be represented. Because of such restrictions, the OWL subsets OWL–Lite and OWL–DL (Description Logic) allow performing automated machine reasoning.

1.4 Combining REST and RDF

Both REST and RDF technologies encourage data model development and consider assigning resource identifiers important. However, there are differences, as REST identifiers are used as addresses of the underlying protocol (e.g. HTTP URIs) and it is essential that URIs are dereferenceable\(^\text{17}\). While the RDF representation allows HTTP URIs as resource identifiers, these are considered names, not addresses, and are not necessarily dereferenceable. HTTP URIs are hierarchical, while RDF does not exploit the hierarchy and splits HTTP URIs into a prefix and an identifier instead. REST resources define clear boundaries between information entities, while data, represented via RDF, is usually perceived as one linked graph. The common usage of RDF for data integration is to convert data coming from diverse sources into a (typically read only) single triple storage\(^\text{18}\) and provide a query interface (SPARQL Protocol and RDF Query Language, SPARQL, endpoint). On the contrary, web services provide distributed and dynamically generated information. Most REST services define data formats\(^\text{19}\) as a means for communication, rather than an explicit data model. The simultaneous use of RDF and REST is not yet widespread and there are ongoing debates on various related topics. Nevertheless, there is an added value of merging both technologies for independent deployments of multiple services, able to dynamically generate linked data with dereferenceable links. This could lead to an enrichment of the information space and scalability, in a manner similar to a deployment of many web servers that provide hypertext documents.

\(^\text{12}\) OpenTox ontology [http://opentox.org/api/1.1/opentox.owl](http://opentox.org/api/1.1/opentox.owl), accessed on Apr 29, 2011
\(^\text{13}\) OpenTox API v1.0 (archived version) [http://www.opentox.org/dev/apis/api-1.0](http://www.opentox.org/dev/apis/api-1.0), accessed on Apr 29, 2011
\(^\text{15}\) Notation 3 (N3) A Readable RDF Syntax [http://www.w3.org/DesignIssues/Notation3](http://www.w3.org/DesignIssues/Notation3), accessed on Apr 29, 2011
\(^\text{16}\) Turtle – Terse RDF Triple Language [http://www.w3.org/TeamSubmission/turtle/](http://www.w3.org/TeamSubmission/turtle/), accessed on Apr 29, 2011
The OpenTox framework integrates both technologies into a distributed web services framework, where both data and processing resources are described by ontologies: either existing ones or developed within the project. The framework consists of modules, developed by different partners and with different programming languages, running on a set of geographically dispersed servers and communicating via the Internet. The modules can be used to build more complex applications, to embed OpenTox web services into workflows, to build web mashups, to consume web services via rich client applications, and can additionally be collapsed into a local application.

2. **OpenTox design principles**

The principles of interoperability, flexibility, transparency and extensibility are key ingredients of the OpenTox framework design, guiding its architecture and implementation.

2.1 **Interoperability**

Interoperability with respect to the OpenTox Framework refers to the principle that different OpenTox components or services may correctly exchange information with each other and subsequently make use of that information. Both syntactic interoperability for correct data exchange and semantic interoperability supporting the accurate communication of meaning and interpretation of data are supported principles for OpenTox resources. The principles are reflected design-wise in the use of open, standardised interfaces and ontologies. The principles are relevant in application development and deployment when a combination of distributed multiple services can provide value to a user in completing a use case satisfactorily.

2.2 **Flexibility**

As there exists a significant variety of user scenarios, requirements and use cases in predictive toxicology, flexibility is a key principle incorporated into OpenTox. Through the use of a component-based approach and the incorporation of the interoperability principles, many different and customised applications can be assembled that are based on the underlying platform.

2.3 **Transparency**

To achieve the scientific objective of knowledge-based enquiry based on principles of reasoning, reproducibility, and reliability, OpenTox supports the principle of transparency in its design. Computational models should be available for scrutiny by other scientists in as complete a manner and detail as possible. Evaluators and regulators should be able to both understand the details and accurately reproduce the results of predictive toxicity models, and be able to reliably form judgements on their validity as evidence. The principle also supports achievement of the OECD validation principles such as an unambiguous algorithm and a mechanistic interpretation, if possible. The use of open source, open interfaces and standards, and open data within the OpenTox framework supports the implementation of this transparency principle in the context of in silico-based predictive toxicology applications and their reported results.

2.4 **Extensibility**

The field of predictive toxicology is rapidly developing and broadening in many areas including the use of biomarkers, systems biology, epigenetics, toxicokinetics, in vitro assays, stem cell technology, computational biology etc. Hence, OpenTox needs to be extensible to a broad range of future predictive toxicology applications. In such applications, contributing and diverse experimental data and models need to be combined as evidence supporting integrated testing, safety assessment and regulatory reporting as stipulated under REACH. As the OpenTox framework has been designed with these requirements in mind, it not only provides a generic solution for (Q)SAR model development and application, but is also applicable to additional
areas of scientific enquiry in the predictive toxicology field and could be extended further as part of its evolutionary development beyond the end of the OpenTox FP7 project.

3. OpenTox implementation principles

OpenTox is an open source project and tries to follow the best practices of open source project management. This means that source code, technical discussions and documents are open to the general public and interested parties can participate in development. Within the design of the framework we have concentrated on a number of principles: open source, open and distributed access, open interfaces and standards, and open data.

In the following sections we describe these implementation principles in more detail.

3.1 Open source

As the open source philosophy is inherently important for this project, all tools developed are openly available via public repositories. Further details and up-to-date links to the source code are provided at the OpenTox web site\(^2\). Within the framework, a variety of programming and scripting languages have been employed, such as Java, Ruby, C++, Delphi, JavaScript and PHP. This has helped ensure the programming language independence of the OpenTox API.

3.2 Open and distributed access

As it was already mentioned in the introductory section of this report, the OpenTox web services adhere to the REST web service architecture for sharing data and functionality among loosely-coupled, heterogeneous systems. The REST architecture is based on five key principles:

- every resource can be uniquely identified;
- use of standard HTTP;
- multiple representations of resources are allowed;
- use of hypertext links for linking of resources;
- communication is stateless.

Adhering to these principles, the REST web service architecture has a number of desired advantages when compared to other web service architectures:

- it is lightweight, as only some additional XML mark-up is required;
- the produced results are human-readable, i.e. the resources are uniquely identified by URIs and described by representations;
- RESTful web services are typically stateless and scalable;
- the produced web services have a uniform interface (the only allowed operations are the HTTP operations);
- components manipulate resources by exchanging representations of the resources.

The choice of employing web services allows the complete framework to operate in different locations, independent of operating systems and underlying implementation details.

---

3.3 Open interfaces and standards

The publicly available OpenTox application programming interface (API)\(^{21}\) allows the cheminformatics and bioinformatics communities to participate in the further development of the OpenTox framework. It is based on open standards such as HTTP, REST and RDF, which turn out to provide a very solid base for building a scalable distributed framework of web services, operating with and offering access to Linked Data\(^{22}\). A clear advantage of the availability of RDF representations for the OpenTox objects data, algorithms, and models is that it allows to combine easily the RDF representations of remote resources into a standard triplestore\(^{23}\), annotating and cross-linking objects with terms from existing ontologies. Publishing a dataset of chemical structures and their properties as linked data becomes as straightforward as uploading a \textit{sdf} file to an OpenTox dataset service, with optional subsequent annotation of property tags.

3.4 Open data

Open data\(^{24}\) is a philosophy and practice requiring that certain data be freely available to everyone, without restrictions from copyright, patents or other mechanisms of control. The OpenTox framework provides consistent means for stating the conditions of data ownership, licensing and re-use. This helps addressing cases where the lack of an explicit license makes it difficult to determine the status of a data set and might unintentionally restrict the use of data offered in an open spirit. In addition, when uploading data in RDF format, the client has full control of the data fields’ representation. This is a substantial improvement over most of the current practices with popular chemical formats, which usually involve describing the meaning of the fields in separate documents, targeted at human readers; sadly, this approach tends to lead to quite frequent peculiarities.

4. Final framework implementation

To ensure reliable interoperability between the various web services, a well-defined API is required. The API specifies how each OpenTox web service can be used, and how the returned resources look like. It further specifies the HTML status codes returned in case of succeeded operations as well as errors codes. The OpenTox API has been documented in the OpenTox report D1.3 (Prototype evaluation, improved API and interface designs)\(^{25}\). The current version of the OpenTox API with all the latest updates and new features is available at the OpenTox website\(^{26}\). This section presents the OpenTox web services, applications, workflows and client libraries that currently implement the OpenTox API and are deployed at different locations around the world and/or available for download. A total of 27 web services, 11 applications and 4 client libraries have been implemented and deployed by 7 OpenTox partners and one third-party. The following matrix summarizes the existing independent implementations and provides pointers to the deployed services and applications. The first column of the matrix lists the sections of the OpenTox API that are implemented by the corresponding web services developed by project partners. The two rows at the bottom of the matrix list the available end user applications, workflows and client libraries, again grouped by their corresponding developers.

\(^{21}\) OpenTox API v1.2 \url{http://www.opentox.org/dev/apis/api-1.2}, accessed on Apr 30, 2011


\(^{25}\) OpenTox deliverable D1.3 (Prototype evaluation, improved API and interface designs) \url{http://www.opentox.org/data/documents/development/opentoxreports/opentoxreportd13/}, accessed on Apr 30, 2011

\(^{26}\) OpenTox APIs \url{http://www.opentox.org/dev/apis}, accessed on Apr 30, 2011
# OpenTox API Implementation Matrix

(list of existing independent implementations and pointers to deployed services and applications)

<table>
<thead>
<tr>
<th></th>
<th>ALU-FR</th>
<th>IBMC</th>
<th>IDEA</th>
<th>IST</th>
<th>NTUA</th>
<th>SI-JNU</th>
<th>TUM</th>
<th>3rd parties</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Compound</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dataset</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Feature</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Algorithm</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Model</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Ontology</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Validation &amp; Reporting</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Task</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>AA &amp; Policy Management</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>End-User Apps &amp; Workflows</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>QMRF Editor</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CheS-Mapper</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>IBMDesc</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ToxPredict</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ToxCreatelazar</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q-Edit</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>MaxToxMCSS</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ToxDescTaverna</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Bioclipse</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Client Libraries</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OT-client</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OT-sso</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>opentox-ruby</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ToxOtis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Last update: October 13, 2011

In the following subsections we provide some further details on these web services, end–user applications, workflows and client libraries.

## 4.1 OpenTox compound web services

The OpenTox compound API\(^{27}\) provides different representations for chemical compounds with a unique and defined chemical structure. This section presents two OpenTox compound web services developed by IDEA and IST.

---

\(^{27}\) OpenTox compound API [http://www.opentox.org/dev/apis/api-1.2/structure](http://www.opentox.org/dev/apis/api-1.2/structure), accessed on Apr 30, 2011
4.1.1 OpenTox compound web service implemented by IDEA

- Programming language: Java
- Source code repository: http://ambit.svn.sourceforge.net/viewvc/ambit/trunk/ambit2-all/ambit2-www/
- Deployment requirements: Apache Tomcat\(^{28}\) 6.0 or newer, MySQL\(^{29}\) 5.1 or newer
- Live demo: http://apps.ideaconsult.net:8080/ambit2/compound/

4.1.2 OpenTox compound web service implemented by IST

- Programming language: Ruby
- Source code repository: http://github.com/opentox/compound/
- Deployment requirements: Debian\(^{30}\)-based Linux distribution
- Installer: http://github.com/opentox/install/
- Live demo: http://webservices.in-silico.ch/compound/

4.2 OpenTox dataset web services

The OpenTox dataset API\(^{31}\) provides access to chemical compounds and their features (e.g. structural, physical–chemical, biological, toxicological properties). This section presents two OpenTox dataset web services developed by IDEA and IST.

4.2.1 OpenTox dataset web service implemented by IDEA

- Programming language: Java
- Source code repository: http://ambit.svn.sourceforge.net/viewvc/ambit/trunk/ambit2-all/ambit2-www/
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer
- Live demo: http://apps.ideaconsult.net:8080/ambit2/dataset/

4.2.2 OpenTox dataset web service implemented by IST

- Programming language: Ruby
- Source code repository: http://github.com/opentox/dataset/
- Deployment requirements: Debian–based Linux distribution
- Installer: http://github.com/opentox/install/

---

\(^{28}\) Apache Tomcat servlet container http://tomcat.apache.org/, accessed on Apr 30, 2011

\(^{29}\) MySQL Relational Database Management System http://www.mysql.com/, accessed on Apr 30, 2011

\(^{30}\) http://www.debian.org/ accessed on May 31, 2011

\(^{31}\) OpenTox dataset API http://www.opentox.org/dev/apis/api-1.2/dataset, accessed on Apr 30, 2011
4.3 OpenTox feature web services

The OpenTox feature API\(^{32}\) provides access to objects representing any kind of property, assigned to a Compound. The feature types are determined via their links to ontologies (Feature ontologies, Descriptor ontologies, Endpoints ontologies). This section presents an OpenTox feature web service developed by IDEA.

- Programming language: Java
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer

4.4 OpenTox algorithm web services

The OpenTox algorithm API\(^{33}\) provides access to OpenTox algorithms. This section presents six OpenTox algorithm web services developed by IBMC, IDEA, IST, NTUA, SL–JNU, and TUM.

4.4.1 OpenTox algorithm web service implemented by IBMC

- Programming language: Delphi, PHP
- Source code: [http://ibmc.syn.sourceforge.net/viewvc/ibmc/OpenTox](http://ibmc.syn.sourceforge.net/viewvc/ibmc/OpenTox)
- Installer: [http://ibmc.syn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar](http://ibmc.syn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar)
- Deployment requirements: Apache 2.63 or newer, PHP 5.0 or newer, MySQL 5.33 or newer

4.4.2 OpenTox algorithm web service implemented by IDEA

- Programming language: Java
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer

4.4.3 OpenTox algorithm web service implemented by IST

- Programming language: Ruby

---

\(^{32}\) OpenTox feature API [http://www.opentox.org/dev/apis/api-1.2/Feature](http://www.opentox.org/dev/apis/api-1.2/Feature), accessed on Apr 30, 2011

\(^{33}\) OpenTox algorithm API [http://www.opentox.org/dev/apis/api-1.2/Algorithm](http://www.opentox.org/dev/apis/api-1.2/Algorithm), accessed on Apr 30, 2011
• Deployment requirements: Debian-based Linux distribution
• Live demo: http://webservices.in-silico.ch/algorithm (REST interface)

4.4.4 OpenTox algorithm web service implemented by NTUA
• Programming language: Java
• Source code repository: https://github.com/alphaville/qaqpot3
• Installation and dependencies: further details are provided in the online tutorial available at http://opentox.ntua.gr/index.php/blog/14-editors?showall=1
• Deployed instance: http://opentox.ntua.gr:8080/ (get a list of available algorithm web services at http://opentox.ntua.gr:8080/algorithm)

4.4.5 OpenTox algorithm web service implemented by SL–JNU
• Programming language: Java
• Source code: http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip
• Installer: http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.war
• Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer
• Available algorithms: http://opentox2.informatik.uni-freiburg.de:8080/MaxtoxMCSS/algorithm

4.4.6 OpenTox algorithm web service implemented by TUM
• Programming language: Java
• Source code repository: http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/browser/trunk/src/tum
• Binaries: http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/wiki/Download
• Deployment requirements: Apache Tomcat 6.0 or newer, PostgreSQL40 8.4.7 or newer
• Available algorithms: http://opentox.informatik.tu-muenchen.de:8080/OpenTox-dev/algorithm

4.5 OpenTox model web services
The OpenTox model API41 provides access to OpenTox models. This section presents six OpenTox model web services developed by IBMC, IDEA, IST, NTUA, SL–JNU, and TUM.

40 PostgreSQL http://www.postgresql.org/, accessed on Apr 30, 2011
41 OpenTox model API http://www.opentox.org/dev/apis/api–1.2/Model, accessed on Apr 30, 2011
4.5.1 **OpenTox model web service implemented by IBMC**
- Programming language: Delphi, PHP
- Source code: [http://ibmc.svn.sourceforge.net/viewvc/ibmc/OpenTox](http://ibmc.svn.sourceforge.net/viewvc/ibmc/OpenTox)
- Installer: [http://ibmc.svn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar](http://ibmc.svn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar)
- Deployment requirements: Apache 2.63 or newer, PHP 5.0 or newer, MySQL 5.33 or newer

4.5.2 **OpenTox model web service implemented by IDEA**
- Programming language: Java
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer

4.5.3 **OpenTox model web service implemented by IST**
- Programming language: Ruby
- Deployment requirements: Debian-based Linux distribution

4.5.4 **OpenTox model web service implemented by NTUA**
- Programming language: Java
- Source code repository: [https://github.com/alphaville/jaqpot3](https://github.com/alphaville/jaqpot3)
- Installation and dependencies: further details are provided in the online tutorial available at [http://opentox.ntua.gr/index.php/blog/14-editors?showall=1](http://opentox.ntua.gr/index.php/blog/14-editors?showall=1)

4.5.5 **OpenTox model web service implemented by SL-JNU**
- Programming language: Java
- Source code: [http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip](http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip)

---

**Installer:** [http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.war](http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.war)

**Dependencies:** cdk–1.3.4, restlet–2.1, jena–2.6.2, jchempaint–8, JNI_SVM–light–6.01, Rserve

**Deployment requirements:** Apache Tomcat 6.0 or newer, MySQL 5.1 or newer

**Available models:** [http://opentox2.informatik.uni–freiburg.de:8080/MaxtoxMCSS/model](http://opentox2.informatik.uni–freiburg.de:8080/MaxtoxMCSS/model)

### 4.5.6 OpenTox model web service implemented by TUM

- **Programming language:** Java
- **Source code repository:** [http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/browser/trunk/src/tum](http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/browser/trunk/src/tum)
- **Binaries:** [http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/wiki/Download](http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/wiki/Download)
- **Deployment requirements:** Apache Tomcat 6.0 or newer, PostgreSQL 8.4.7 or newer
- **Available models:** [http://opentox.informatik.tu–muenchen.de:8080/OpenTox-dev/model](http://opentox.informatik.tu–muenchen.de:8080/OpenTox-dev/model)

### 4.6 OpenTox ontology web services

The OpenTox ontology API[^1] provides storage and search functionality for objects defined in OpenTox services and relevant ontologies. This section presents an OpenTox ontology web service developed by IDEA.

- **Programming language:** Java
- **Source code repository:** [http://ambit.syn.sourceforge.net/synroot/ambit/branches/opentox/ontology-service](http://ambit.syn.sourceforge.net/synroot/ambit/branches/opentox/ontology-service)
- **Binaries:** [http://ambit.sourceforge.net/downloads.html](http://ambit.sourceforge.net/downloads.html)
- **Deployment requirements:** Apache Tomcat 6.0 or newer
- **Live demo:** [http://apps.ideaconsult.net:8080/ambit2/ontology/](http://apps.ideaconsult.net:8080/ambit2/ontology/)

### 4.7 OpenTox validation and reporting web services

The OpenTox validation API[^2] provides access to OpenTox validation procedures. This section presents an OpenTox validation web service developed by ALU–FR.

- **Programming language:** Ruby
- **Source code repository:** [http://github.com/opentox/validation](http://github.com/opentox/validation)
- **Binaries:** [http://www.maunz.de/opentox/Opentoxx2IST%20Virtual%20Appliance.ova](http://www.maunz.de/opentox/Opentoxx2IST%20Virtual%20Appliance.ova)[^3]
- **Deployment requirements:** Debian based operating system, see [http://github.com/opentox/install](http://github.com/opentox/install) for installation instructions

[^1]: OpenTox ontology API [http://www.opentox.org/dev/apis/api-1.2/Ontology](http://www.opentox.org/dev/apis/api-1.2/Ontology), accessed on Apr 30, 2011

[^2]: OpenTox validation API [http://www.opentox.org/dev/apis/api-1.2/Validation](http://www.opentox.org/dev/apis/api-1.2/Validation), accessed on Apr 30, 2011

4.8 OpenTox task web services

The OpenTox task API\(^\text{47}\) provides means for handling asynchronous jobs via an intermediate task resource. This section presents six OpenTox task web services implemented by IBMC, IDEA, IST, NTUA, SL–JNU, and TUM.

### 4.8.1 OpenTox task web service implemented by IBMC

- **Programming language**: Delphi, PHP
- **Source code**: [http://ibmc.svn.sourceforge.net/viewvc/ibmc/OpenTox](http://ibmc.svn.sourceforge.net/viewvc/ibmc/OpenTox)
- **Installer**: [http://ibmc.svn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar](http://ibmc.svn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar)
- **Deployment requirements**: Apache 2.63 or newer, PHP 5.0 or newer, MySQL 5.33 or newer
- **Live demo**: [http://195.178.207.160/OpenTox/task](http://195.178.207.160/OpenTox/task)

### 4.8.2 OpenTox task web service implemented by IDEA

- **Programming language**: Java
- **Deployment requirements**: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer
- **Live demo**: [http://apps.ideaconsult.net:8080/ambit2/task/](http://apps.ideaconsult.net:8080/ambit2/task/)

### 4.8.3 OpenTox task web service implemented by IST

- **Programming language**: Ruby
- **Source code repository**: [http://github.com/opentox/task/](http://github.com/opentox/task/)
- **Installer**: [http://github.com/opentox/install/](http://github.com/opentox/install/)
- **Deployment requirements**: Debian–based Linux distribution
- **Live demo**: [http://webservices.in-silico.ch/task/](http://webservices.in-silico.ch/task/) (REST interface)

### 4.8.4 OpenTox task web service implemented by NTUA

- **Programming language**: Java
- **Source code repository**: [https://github.com/alphaville/jaqpot3](https://github.com/alphaville/jaqpot3)
- **Installation and dependencies**: further details are provided in the online tutorial available at [http://opentox.ntua.gr/index.php/blog/14-editors?showall=1](http://opentox.ntua.gr/index.php/blog/14-editors?showall=1)
- **Deployed instance**: [http://opentox.ntua.gr:8080/](http://opentox.ntua.gr:8080/) (get a list of all tasks at [http://opentox.ntua.gr:8080/task](http://opentox.ntua.gr:8080/task); tasks can be retrieved by status using the URI parameter *status*. (e.g. [http://opentox.ntua.gr:8080/task?status=cancelled](http://opentox.ntua.gr:8080/task?status=cancelled) will return all cancelled tasks)

### 4.8.5 OpenTox task web service implemented by SL–JNU

- **Programming language**: Java

---

\(^{47}\) OpenTox task API [http://www.opentox.org/dev/apis/api-1.2/AsyncTask](http://www.opentox.org/dev/apis/api-1.2/AsyncTask), accessed on Apr 30, 2011
4.8.6 **OpenTox task web service implemented by TUM**

- Source code: [http://opentox.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip](http://opentox.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip)
- Installer: [http://opentox.informatik.uni-freiburg.de/files/MaxtoxMCSS.war](http://opentox.informatik.uni-freiburg.de/files/MaxtoxMCSS.war)
- Dependencies: cdk-1.3.4, restlet-2.1, jena-2.6.2, jchempaint-8, JNI_SVM-light-6.01, Rserve
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer
- Live demo: [http://opentox.informatik.uni-freiburg.de:8080/MaxtoxMCSS/task](http://opentox.informatik.uni-freiburg.de:8080/MaxtoxMCSS/task)

4.9 **OpenTox authentication, authorisation and policy management web services**

The OpenTox authentication, authorisation and policy management API[^48] handles granting access to protected resources to authorised users and provides means for managing resource access policies. This section presents OpenTox authentication, authorisation and policy management web services developed and deployed by IST.

We have considered different authentication and authorisation (A&A) solutions and have chosen OpenSSO, a single sign-on authentication and authorisation server initially developed by Sun Microsystems[^49]. A policy configuration service has also been developed to define and manage the access control policies. Finally, a common user and policy database has been established. More details on the required dependencies, the installation procedures, pointers to the source code, as well as example queries are available at [http://www.opentox.org/dev/documentation/Guidance%20on%20Using%20A%20%26%20A%20API](http://www.opentox.org/dev/documentation/Guidance%20on%20Using%20A%20%26%20A%20API).

Because the OpenTox API is based on the REST architecture, implementing a complete A&A solution is not a trivial task. While use of REST is becoming increasingly popular over the Internet, the security technologies to support it are not well established yet or a subject of current research. For this reason, the solution presented in this deliverable is considered merely an initial step to investigate the problem and gain important experience. It is aimed to be a current working and usable solution, but there is certainly scope for future extensions, including the implementation of entirely new concepts.

4.9.1 **OpenSSO/OpenAM**

OpenSSO is a single sign-on authentication and authorisation server developed by Sun Microsystems, which would, however, require a custom REST policy web service due to currently missing support. REST interfaces are of increasing importance, as exemplified in the following quote from the OpenSSO developers (1):

> The recent rapid advancements and adoption of Web services, service-oriented architecture (SOA), and Representational State Transfer (REST) architecture within enterprises have left the industry wanting more. Organizations and developers, such as those who focus on Web 2.0, are demanding interface support from


[^49]: On January 27, 2010, Sun was acquired by Oracle Corporation and was subsequently renamed Oracle America, Inc.
OpenLDAP is an LDAPv3-compatible directory server intended to hold identity information. OpenSSO can attach a variety of such databases in a very flexible manner, including Microsoft’s Active Directory, and generic LDAP servers. We use OpenLDAP as a common backend to both the PLONE Content Management System (CMS), on which the opentox.org site is currently based, and to OpenSSO.

The article series *Securing Applications With Identity Services* describes in detail the setup of an OpenSSO deployment, including the client application. Installation of the server is straightforward — it is only necessary to extract and start the web server and to deploy OpenSSO as a web application (Web application Archive, WAR, file) within it. Any J2EE (Java 2 Platform, Enterprise Edition) compatible web server can be used (e.g. Tomcat, Glassfish).

**4.9.2 OpenLDAP**

4.9.2 OpenLDAP

OpenLDAP is an LDAPv3-compatible directory server intended to hold identity information. OpenSSO can attach a variety of such databases in a very flexible manner, including Microsoft’s Active Directory, and generic LDAP servers. We use OpenLDAP as a common backend to both the PLONE Content Management System (CMS), on which the opentox.org site is currently based, and to OpenSSO.

The article series *Securing Applications With Identity Services* describes in detail the setup of an OpenSSO deployment, including the client application. Installation of the server is straightforward — it is only necessary to extract and start the web server and to deploy OpenSSO as a web application (Web application Archive, WAR, file) within it. Any J2EE (Java 2 Platform, Enterprise Edition) compatible web server can be used (e.g. Tomcat, Glassfish).

**4.9.3 General Overview**

*Securing Applications With Identity Services* describes comprehensively the REST interface of OpenSSO. The full interface is available within OpenTox, while this documentation only describes a subset of it. In particular, one will also find services for checking validity of tokens (“Token validation”), for finding which user a specific token belongs to (“Attributes”), or for log out.

How does Authentication and Authorisation work with OpenSSO? In a nutshell, the user authenticates against the OpenSSO server at the URI `http://<hostname>:<port>/auth/authenticate` by POSTing “username” and “password”, and in turn receives a token. The token may be used to get authorisation from the OpenSSO server to access (i.e. GET, POST, PUT, DELETE) a specific URI. The process of deciding authorisation is governed by policies stored on the server. The authorisation request itself consists of a POST to `http://<hostname>:<port>/auth/authorize`. The request should contain the target URI, one of the four access methods and a valid token. In case of a grant, a Boolean value `true` is returned as content. In case of a deny, Boolean `false` is returned.

---

50 Sun Microsystems has been acquired by Oracle Inc., who, in turn, have decided to discontinue OpenSSO


A lot of backends (e.g. LDAP servers) can be attached to OpenSSO to validate subject identity data. Also, very flexible policies can be created using wildcards and overlapping policies. The flow diagram in Figure 1 describes an example use case involving authentication and authorisation based on OpenSSO.

![Authentication and Authorisation flow diagram](image)

4.9.4 Security
All traffic circulating user IDs, and passwords should be SSL-secured for privacy.

Since SSL is a standard technology for the web, server certificates should be easy to install and maintain. They are also available free of charge\(^5\)\(^6\).

---

4.10 End user applications and workflows

End user applications and workflows consume the OpenTox web services and provide friendly graphical user interfaces to the functions provided by these web services. This section presents eleven end-user applications and workflows developed by ALU–FR, IBMC, IDEA, IST, NTUA, SL–JNU, TUM and one 3rd party.

4.10.1 QMRF editor application implemented by ALU–FR

This is an extension to the existing QMRF Editor with the ability to employ web services as well as authorization and authentication.

- Programming language: Java
- Source code repository: [https://github.com/mguetlein/qmrfedit](https://github.com/mguetlein/qmrfedit)
- Binaries: [http://opentox.informatik.uni-freiburg.de/qmrfedit/](http://opentox.informatik.uni-freiburg.de/qmrfedit/)
- Live demo: [http://opentox.informatik.uni-freiburg.de/qmrfedit/OT_QMRFEditor.jnlp](http://opentox.informatik.uni-freiburg.de/qmrfedit/OT_QMRFEditor.jnlp) (Java web start application)

---

4.10.2 CheS–Mapper application implemented by ALU–FR

The CheS–Mapper application was presented at VIZBI 2011, Workshop on Visualizing Biological Data, 16–19 March 2011, Broad Institute, Cambridge–MA, USA, see [http://vizbi.org/2011/Posters/Collection/?poster=C09](http://vizbi.org/2011/Posters/Collection/?poster=C09) for some further details.

- Programming language: Java
- Source code repository: [http://github.com/mquetlein/ches–mapper](http://github.com/mquetlein/ches–mapper)
- Binaries: [http://ortona.informatik.uni-freiburg.de/ches–mapper](http://ortona.informatik.uni-freiburg.de/ches–mapper)

Figure 2 Screenshot of CheS–Mapper application
4.10.3 IBMCDesc application implemented by IBMC

- Programming language: Delphi, PHP
- Installer: [http://ibmc.svn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar](http://ibmc.svn.sourceforge.net/viewvc/ibmc/install/OpenTox_IBMC.rar)
- Deployment requirements: Apache 2.63 or newer, PHP 5.0 or newer, MySQL 5.33 or newer

![IBMCDesc application screenshot](image.png)

**Figure 3 Screenshot of IBMCDesc application**

4.10.4 ToxPredict application implemented by IDEA

- Programming language: Java
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer
- Live demo: [http://toxpredict.org](http://toxpredict.org)
Figure 4 Screenshot of the ToxPredict web application
4.10.5 ToxCreate application implemented by IST

- Programming language: Ruby
- Deployment requirements: Debian-based Linux distribution
- Live demo: [http://toxcreate.org](http://toxcreate.org)

*Figure 5 Screenshot of the ToxCreate web application*
4.10.6 lazar application implemented by IST (CH)

- Programming language: Ruby
- Deployment requirements: Debian-based Linux distribution

**Lazar Toxicity Predictions**

*Figure 6: Screenshot of lazar predictions*
4.10.7 Q-Edit application implemented by NTUA

- Programming language: Java
- Source code repository: https://github.com/alphaville/Q-edit
- Installer: https://github.com/alphaville/Q-edit/downloads
- Dependencies and requirements: JVM version 1.6 or higher (all other dependencies are shipped with the binaries)

Figure 7 Screenshot of the Q-Edit Java application
4.10.8 MaxToxMCSS application implemented by SL–JNU

- Programming language: Java
- Source code: [http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip](http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.src.zip)
- Installer: [http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.war](http://opentox2.informatik.uni-freiburg.de/files/MaxtoxMCSS.war)
- Dependencies: cdk-1.3.4, restlet-2.1, jena-2.6.2, jchempaint-8, JNI_SVM-light-6.01, Rserve
- Deployment requirements: Apache Tomcat 6.0 or newer, MySQL 5.1 or newer
- Live demo: [http://opentox2.informatik.uni-freiburg.de:8080/MaxtoxMCSS/](http://opentox2.informatik.uni-freiburg.de:8080/MaxtoxMCSS/)

**Figure 8** Screenshot of MaxToxMCSS web application – home page
Figure 9 Screenshot of MaxToxMCSS web application – fingerprints generation
4.10.9 ToxDesc application implemented by TUM

- Programming language: Java
- Source code repository: [http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/browser/DescCalcGUI/src](http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/browser/DescCalcGUI/src)
- Binaries: [http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/wiki/Download](http://opentox.informatik.tu-muenchen.de/trac/TUMOpenTox/wiki/Download)
- Deployment requirements: Apache Tomcat 6.0 or newer
- Live demo: [http://opentox-dev.informatik.tu-muenchen.de:8080/ToxDesc](http://opentox-dev.informatik.tu-muenchen.de:8080/ToxDesc)

![Figure 10 Screenshot of the ToxDesc web application](image.png)
4.10.10 Taverna workflow implemented by TUM

- Requirements: Taverna (available at http://www.taverna.org.uk/)
- Workflow example available at: http://www.myexperiment.org/tags/1738.html

Figure 11 Screenshot of Taverna workflow
4.10.11  Bioclipse application with OpenTox API implemented by 3rd party

Bioclipse\textsuperscript{58,59,60} is a free and open source workbench for the life sciences. It provides advanced functionality in fields such as cheminformatics, bioinformatics, semantic web, spectrum analysis, drug discovery, safety assessment, and general chemistry education. Bioclipse is developed as a collaboration between the Proteochemometric Group, Dept. of Pharmaceutical Biosciences, Uppsala University, Sweden\textsuperscript{61}, and the Cheminformatics and Metabolism Team at the European Bioinformatics Institute (EBI)\textsuperscript{62}. Bioclipse–OpenTox is a set of plugins which adds functionality to Bioclipse for interacting with the OpenTox infrastructure. Features include uploading to and downloading data from OpenTox servers, discovery of new computational toxicology resources on the OpenTox network, and the combined performance of local and remote computations of predictions. Binaries are available for:

- Windows (64–bit): http://pele.farmbio.uu.se/dl/bioclipse2.5–DS–OT–QSAR–win32.win32.x86_64.zip
- Mac OS X (64–bit): http://pele.farmbio.uu.se/dl/bioclipse2.5–DS–OT–QSAR–macosx.cocoa.x86_64.zip
- Linux (64–bit): http://pele.farmbio.uu.se/dl/bioclipse2.5–DS–OT–QSAR–linux.gtk.x86_64.zip

The source code of the Bioclipse–OpenTox set of plugins is available at https://github.com/bioclipse/bioclipse.opentox


\textsuperscript{60} http://www.bioclipse.net/ accessed on June 7, 2011

\textsuperscript{61} http://www.farmbio.uu.se/researchgroup.php?fg=1 accessed on June 7, 2011

\textsuperscript{62} http://www.ebi.ac.uk/steinbeck/ accessed on June 7, 2011

4.10.12 Bioclipse workflows implemented by 3rd party

A set of Bioclipse scripting language scripts for accessing and working with the OpenTox framework, developed by Egon Willighagen, are available at http://www.myexperiment.org/search?query=opentox+bioclipse&type=workflows. These scripts perform the following tasks, when executed in the Bioclipse rich client application:

- List all algorithms and descriptors an OpenTox service provides (http://www.myexperiment.org/workflows/1204.html);
- Download QSAR data sets using the OpenTox API 1.1 (http://www.myexperiment.org/workflows/1192.html);
- Calculate molecular descriptors with OpenTox services (http://www.myexperiment.org/workflows/1646.html);
Download all data sets from an OpenTox API capable web resource (http://www.myexperiment.org/workflows/1008.html);
Create an OpenTox API dataset and add molecules (http://www.myexperiment.org/workflows/1468.html);
Run OpenTox models on local data (http://www.myexperiment.org/workflows/1658.html);
Search OpenTox data sets by title (http://www.myexperiment.org/workflows/1660.html);
Authenticate with the OpenTox network (http://www.myexperiment.org/workflows/2149.html).

4.11 OpenTox client libraries
OpenTox libraries are provided to third-party software developers in order to ease the integration of their tools with relevant OpenTox web services. This section presents four client libraries, developed by IDEA, IST and NTUA.

4.11.1 OT-client library implemented by IDEA
The OT-client library implements Java classes that encapsulate client access to the OpenTox API. It relies on the OT-sso library (described below) for AA-related queries.
- Programming language: Java
- Source code repository: http://ambit.svn.sourceforge.net/svnroot/ambit/branches/opentox/opentox-dsl
- Platform requirements: Java 6

4.11.2 OT-sso client library implemented by IDEA
The OT-sso client libraries implements Java classes that encapsulate client access to the OpenTox authentication, authorisation and policy management API.
- Programming language: Java
- Source code repository: http://ambit.svn.sourceforge.net/svnroot/ambit/trunk/opentox-opensso
- Platform requirements: Java 6

4.11.3 OpenTox–ruby client library implemented by IST
- Programming language: Ruby
- Source code repository: https://github.com/opentox/opentox-ruby
- Usage: opentox–ruby depends on many third-party programs and libraries, which makes the setup complicated and error prone. For this reason we recommend to use the installer from https://github.com/opentox/install. If you want to install manually you can find the necessary steps in the installation scripts.

4.11.4 ToxOtis client library implemented by NTUA
- Programming language: Java
Source code repository: https://github.com/alphaville/ToxOtis
Maven repository (includes binaries, Javadoc and source code artifacts): http://ambit.uni-plovdiv.bg:8083/nexus/content/repositories/thirdparty/org/opentox/toxotis/
About: ToxOtis is the Greek word for Sagittarius, that actually means ‘archer’. ToxOtis is a Java interface to the predictive toxicology services of OpenTox. ToxOtis is being developed to help both those who need a painless way to consume OpenTox web services and for ambitious service providers that don’t want to spend half of their time in RDF parsing and creation, database management and security measures. You can use ToxOtis to search in databases with chemical compounds, download a compound in any supported MIME type (e.g. SDF, SMILES, MOL etc.), find a property for a compound (e.g. its LD50 lethal dose concentration), publish your chemicals in an online database, train QSAR models (regression, classification, clustering etc.) and lots of other functionalities. Incorporation of ToxOtis into your services will relieve you from the labour of creating RDF documents.
Documentation: https://github.com/alphaville/ToxOtis/tree/master/doc

4.12 OpenTox virtual appliance
The IST OpenTox Virtual Appliance (VA), built under VirtualBox by IST, was extended to include the services developed by IDEA as well as the final OpenTox database (see deliverable report “D3.4 Final database with additional content”). First, the IST OpenTox VA was downloaded and set up as described at http://www.maunz.de/wordpress/opentox/2011/using-ist-opentox-virtual-appliance-under-windows. Additional packages were installed to the VA (most importantly MySQL and Tomcat) using the package manager of the virtual appliance. The Ambit REST services, the ontology service and ToxPredict were downloaded from http://ambit.uni-plovdiv.bg/downloads/ambit2/ and installed following the accompanying instructions. The downloadable archives for Ambit and ToxPredict have been configured to expect the ontology service at http://localhost:8080/ontology, resulting in a VA in which these services function without requiring an Internet connection.

The database was also downloaded from http://ambit.uni-plovdiv.bg/downloads/ambit2/ as an SQL dump. The downloaded file was stored on a newly created additional hard disk within the VA, and imported in MySQL. After having successfully imported the database, the additional hard disk was again deleted from the appliance. A set of 16 models were created inside the local installation of the AMBIT software and registered with the local installation of the ontology service.

Q-edit was downloaded from https://github.com/alphaville/Q-edit/downloads/, installed on the VA, and a shortcut for launching the application was placed on the desktop of the virtual appliance.

As a result, a significant subset of core OpenTox functionalities, developed by different partners by using different programming languages and development tools/libraries, have been packaged together in the virtual appliance and made available in a very convenient way for demo and experimental purposes. These tools are compatible with each other and rely on the OpenTox APIs and ontologies to orchestrate their work. The appliance can be downloaded from the following locations (mirror sites):

- http://ambit.uni-plovdiv.bg/downloads/opentox/Opentox Virtual Appliance DC.ova
- http://www.ideaconsult.net/downloads/opentox/Opentox Virtual Appliance DC.ova

---

64 http://www.virtualbox.org/ accessed on May 31, 2011
Please note that this is a large file (2730474496 bytes). Its md5 checksum which you could check to ensure that no errors have occurred while downloading it is: 1530bb83e88c3c646bcbac3183745bab

Figure 13 illustrates the virtual appliance running in VirtualBox on a 64–bit Windows 7 host operating system and accessing the built–in local instances of ToxPredict, ToxCreate, Q–Edit, as well as ambit2 and ontology web services.

5. Conclusions
The services – implementing the OpenTox API for compounds, datasets, and features – enable importing arbitrary files with chemical structures and their properties, allowing linking to computer readable information about the data fields as well as keeping provenance information. In addition, they support multiple structures of the same compound, which is useful for storing and working with multiple conformations, as well as for comparing structures originally residing in different source databases. Uploading a file with chemical structures and data makes it automatically available in several formats, including the mandatory RDF representation, defined by the OpenTox ontology. The services, implementing the OpenTox API for algorithms and models, provide a unified web service interface to several descriptor calculation, machine learning, and structure searching algorithms, as well as to applicability domain and toxicity prediction models. The complexity and diversity of the processing is reduced to the simple paradigm "read data from a web address, perform..."
processing, write to a web address. The online services allow running predictions without installing any software, as well as sharing datasets and models between online users. The downloadable applications allow researchers to set up their own systems of chemical compounds, calculated and experimental data, and to run existing algorithms and create new models. The advantage of exposing the functionality via the OpenTox API is that all these resources could interoperate seamlessly, not only within a single web application, but also in a network of many cooperating distributed services.

Exposing functionalities through a web application programming interface allows the developer to hide the implementation details of both data storage (different database types vs. memory vs. file system backend) and processing (descriptor calculation algorithms using The Chemistry Development Kit, OpenBabel, commercial or in-house implementations). The availability of data and processing resources as RDF facilitates integrates the resources as linked data. The distributed algorithm and model resources automatically generate RDF representations, making the linked data dynamic, and not relying on a single traditional triple storage. The classes in the OpenTox ontology are designed to cover the minimum number of building blocks necessary to create predictive toxicology applications. While creating an ontology (even for a rather limited domain) by consensus is a challenge by itself, the value of having multiple independent implementations of services using the ontology is enormous, as it clearly highlights components that have not been explicitly described and are thus open to diverging and possibly conflicting interpretations.

The validation and reporting services provide scientifically sound means for assessing the output of modelling work in full compliance with the REACH legislation and the OECD guidance documents. The authentication, authorisation and policy management services provide the required level of data protection management in a flexible way. The range of existing end-user applications interacting with the currently deployed OpenTox web services through the OpenTox API support the solving of real-world problems in predictive toxicology and also improve the sustainability outlook for the OpenTox Framework beyond the lifetime of the OpenTox FP7 project. The OpenTox client libraries reduce to a great extent the required effort to integrate third-party software tools with the OpenTox framework, thus encouraging the further enlargement of the OpenTox ecosystem.

The OpenTox API could be implemented equally well either as a completely new project or as an extension of an existing software. The final framework demonstrates the ability of the OpenTox API to provide a unified interface to diverse algorithms and data, and to define explicit relationships between data and processing routines. Last but not least, the services provide a sound basis for building web mashups, end-user applications with friendly GUIs, as well as embedding the functionalities in existing workflow systems.

68 The open source chemistry toolbox OpenBabel http://openbabel.org/, accessed on Apr 30, 2011